![Central University of Rajasthan | The VALIDATE Network](data:image/gif;base64,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)
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**PROGRAM -1**

Implement breadth first search in python.

**Objective :** [Breadth-first search (BFS) is a graph traversal algorithm that finds shortest paths from a given source vertex to all other vertices](https://www.bing.com/ck/a?!&&p=1f13df1e8f7be40053ed887d4726f962d47d1c516f225a387a58474f7bb57452JmltdHM9MTczMzE4NDAwMA&ptn=3&ver=2&hsh=4&fclid=1df5c38b-a89d-65a6-2cf3-d695a99b6484&psq=objective+for+breadth+first+search&u=a1aHR0cHM6Ly93d3cua2hhbmFjYWRlbXkub3JnL2NvbXB1dGluZy9jb21wdXRlci1zY2llbmNlL2FsZ29yaXRobXMvYnJlYWR0aC1maXJzdC1zZWFyY2gvYS9icmVhZHRoLWZpcnN0LXNlYXJjaC1hbmQtaXRzLXVzZXM&ntb=1).

**Code:**

graph = {

  '12' : ['13','7'],

  '13' : ['2', '4'],

  '7' : ['18'],

  '2' : [],

  '4' : ['18'],

  '18' : []

}

visited = []

queue = []

def bfs(visited, graph, node):

  visited.append(node)

  queue.append(node)

  while queue:

    m = queue.pop(0)

    print (m, end = " ")

    for neighbour in graph[m]:

      if neighbour not in visited:

        visited.append(neighbour)

        queue.append(neighbour)

print("Following is the Breadth-First Search")

bfs(visited, graph, '12')

Output:

![](data:image/png;base64,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)

**TIME COMPLEXITY ANALYSIS :**

**BEST CASE :**  The best case occurs when the goal node is found early, e.g., the root or its immediate children. In this scenario, the algorithm visits only a small subset of the graph before stopping.

Therefore, O(V) time complexity.

**Worst case :** In the worst case, the algorithm explores all vertices (V) and edges (E) because the goal is not present or is located at the last possible node in the traversal.

Therefore, O(V+E) time complexity.

**Average case :** On average, DFS explores most of the graph due to the structure of the traversal, as it does not prioritize closer nodes. The complexity depends on the graph's density.

Therefore, O(V+E) time complexity.

**PROGRAM -2**

Implement depth first search in python.

**Objective : :** Depth First Search (DFS) is an algorithm used for traversing or searching tree and graph data structures.

**Code:**

graph = {

  '12' : ['13','7'],

  '13' : ['2', '4'],

  '7' : ['18'],

  '2' : [],

  '4' : ['18'],

  '18' : []

}

visited = set()

def dfs(visited, graph, node):

    if node not in visited:

        print (node)

        visited.add(node)

        for neighbour in graph[node]:

            dfs(visited, graph, neighbour)

print("Following is the Depth-First Search")

dfs(visited, graph, '12')

Output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVEAAACeCAYAAACLvzmXAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAA0ySURBVHhe7d0rb+PAHofh/zk4pKRasCikJUXBQS2MFFSpXyCoUmhgFRgaaVG+QKSiSIZbVBxUsiVGRSUl4efMeCaJ7x57nF6S95Gi3aZJ7fHYP4/Hl/nPr1+//icAgEb+a/9tX38qyyCQYPtaTqVvf7Xj8pm27aY5l5F960t9k/npT5ffZ5l8si8p+3dbD4/MZ9bp4UL0+UHuBgMZqNcqtO+luXwGLRnJXG20y+nBd1PfEGU/zbJ/jmyIpluHsdf8GHaZu+Aey8K+9aW+2/wcnNmoM+vXZxyFHFqdbeen1XumbEshl43Clmi4Mi3E+Gt8Gls5PsFmPYutWzNZS08mR7JhHt22M5pLMOmJJOrsj8g9XRFa9sSS3uOoBfauVoTyitctiqF07U9qs1DL+E4enu2PMaN5IMPztczuHiTn15HyzxRPy+V756ry7/7eROXq2N+orTjzHd2PMrl4Ve+/yW1senqDv4sXzC6j3d/aKV4GGem/kTM/hvtyzhOVqZed061t2czn3mU1eJGrsrKr9uJ0OZH9n6w3P4k6SXzJljOxHMqnVVVf7Ze9gsu241LvOrSG51FZ327V+r2r/FDNY7zlWrxuuJa9mq0DtZvLXz/jHNaNzLaT+oxz2ZXos/vSq72XDOyCb61OHTTrE9Uzr2ZMbwjbPdNsLdKbHOCQv2Ja/z42Ip0zubQfz/P+phaaa/9rR7eIruVjZve46sOd3mRfLrsSqFq286NaUWoWTCXXCBOn+bEbiV457GcHgyc5u3c/9H1+uLPfW6k5NCvR/m8NUitUV4Zqeqog5vdR2e9jrUM9P2ojed/Pj6mLNlqQC3nUC7JzITfR33KcVlRf6Xk29dVu2Vviuh6qmNHr+FC25dfrmZrHXbdH+bpRr+wOKrYxt/pSn7kX+RObj1Woy5lef6rKrv6SajzpAE20+l+uUvnzOXXaIETV3uZa5bqqvHhFPD/8icKke91m31b1tJ7f3u27mt4TqoW7XZL933Ku9nQf/8yPrsJVLAwXL9FKeP7blKp/c6GqOJSn3Qee5eFJf6IrV4kKbEE0/2p+XuL734WMK1sEzemVcteKisrekQuTamr/ca1KqXYWsWaWqQu10t+2VfiOnKmttc60kvP8aNaNBpVRVvavEAXfboae5e+r3snYMPu0dWO/fg91X2gypXbc6is7f4vHtdpCs8u5vOxTMbGQavEvxpkjgM+o08IQ7Q63Hcjbl+3/6N/IhWqLbzLJlCpoGxympZqiqhLOxWTcpZzp44TulZnXyzO1yOoKJbFeplxGE8hTP6wrPb+J3kXouihYd1tWVva+3OjKCF+Sh1SqLqL92Plv753ndoc4XtSZVnqem85Peb3XUbjt1BQdQcWY1qU9pP3MdUOF0+6IqzvMKZPHumHLkVZW9m1Dprq+2qvTMjVOLCX7I9KF3NsGWnvKpmUqwbReZHSlDm/WqrLj8/AuhV9vwOw5u3K9OyawreXNq/xtcTqG2nPblXe/YX7VyZftDmq7Ee1f8W4pH/3fum2lHX5aTUSHkKn5ybt0qGrbacdnrxuqRXpnyxP1Q5iWqQlw9/rSfZXJz8T7dN1EDZnNh7TdZmmqWZ9oqXZDq9x+H6YPt/VGGL48qL2fabJHG2XbC9u2bnW/m1kJXDvdm4qtvDNz6NNOH2Rd/0R3P6uEiIVD7NVC+U0rX2+gh59WE4txdl5q9y226ovWjahlavpadZeaa31tT3YldzLm79Thch7kM9UP0ee/oo+ks31ORU16Dw7T2lWgWqSqlR8dUi9eQulc3JiF/P7W4ga376PNW0kOTp+UsBtL1PKuxSynTv0vWu0dtuey/VymTn2mNZIr9Xc2r39jdeJb9h+gcN04fNn7TvVlt9nNWh49A8J0+xzgHERDDVqitqNZNd3jfTH96b30OhtZ+y6hBJdpmQrs9IaqRWgPqXUHcqcnQ7XXy/an+jhwkKSN5pnDRdMf1KT/1c5797pxSyXqytBnw9vuhNtd9rI/MdF0WqO5PjyMn/jT/Mv+7TivG75lH8k850YIcyJJ7fOeTAOiur7sfOyuvlB0vTc4nFcTs90YqVa3WiZtr5ouml8nqi89SnR46Et89n0/Zdep6TNv+jDI5TMRx2nFvxNdP6q+sj075z4/+tqyeB+WuZRkf12jvbTE/DIhcSawgmvZs59Llr0effVC/Dq+umXfv5cuv3vZ63y//LO5y7Dwets2yl7BYdtxqne7vlctU/d1o7jsTnY7ubi8aVXVbXo+9N8w13HulrNj2bXtNr6jjxDtl1qrUwc8xakWu5LkbKimQnMuLsbB5G8owOc6wImlI2avzUv2txlRZzeAk0OI1mGvadMnrRJ9ROpw514foxzkMicA3xmH87Xl9/vU6mNCKzicx3dAiAKABw7nAcADIQoAHghRAPBAiAKAB0IUADwQogDgofgSp939svm3Mmbu2y28ZxkAjldOS1Q/JCCQ4F7kKXqUdVYUoHqAsPgzAfUTXI5h2FsAqCEToqP5RC5eZ9EzMouethY9qj/R6kwPMgYApyETovrp3dy+CABuWjuxZIZ2+MyhQQDg67UToqO5eThqm0ODAMAP4B+i26fO67PzVY+iBoAj4xei+jIo0wSVFZc3AThBzUN0dx2pz5g/APCzNQtRAhQAIpk7ljJ3IsXZu5Iu06PsxXHnEoATwpPtAcBDO5c4AcCJIkQBwAMhCgAeCFEA8ECIAoAHQhQAPBCiAOCBEAUAD4QoAHggRAHAQ7PRPrfPEI3jnnkAJygnRPVonxPpyVpWrxcy7EnukMlJI5kHQ+kSpABOTOZw3mW0z6ztaJ9ncmnfAYBTkAlRRvsEAHftnFjqT+W+15HN+pEHNAM4Kc1DVJ94CgIJ9EufgApXtGABnJzmIfr8IHeDgQzsayVDFahLmfbt7wHgBLRzOK8sxisJpSMXN6QogNPRWogCwClqKUT1taVD6aq26BP9ogBOSKPRPlViZj6zWc84sQTg5DDaJwB4oE8UADwQogDggRAFAA+EKAB4IEQBwAMhCgAeCFEA8ECIAoAHQhQAPBCiAOAh97bPzP3zDEAHALkyLdEoQC9eZbZ74PJKwk5PJsup8KRQAEhyegCJaZm6DJ0MAKeFPlEA8OAUopdnun/0Xd5ohQJAQnWIjuYy7Kp/wxeGQwaAlPIQVQEa6ATVZ+fHRCgApBWHqB5X3jRBZcXlTQCQKz9EdYBOetLRAToYcxgPAAWyIUqAAoCzzHWio3lgTiTl4c4lAEhgtE8A8FB9iRMAoBAhCgAeCFEA8ECIAoAHQhQAPBCiAOCBEAUAD4QoAHggRAHAAyEKAB4qQnQk8yCQQL2WU4apA4C00hAdzYdS9CwSAEBZiPancq0SNFytJLRvAQCSCkK0L9P7nnTClTAqCAAUyw3R/vReep1QViQoAJTKCdGR3PY6slk/8lR7AKiQCdHoZNJmLX8eeH49AFRJhmg0xvxG1n8YAgQAXCSGBykdX8narGdyRysVACIOYyzpC+6Hck54AkBGwSVOAAAXjPYJAB5oiQKAB0IUADwQogDggRAFAA+EKAB4IEQBwAMhCgAeCFEA8ECIAoAHQhQAPBTf9tmfynLSk45sZD27k8yzR3a/3+MJTwBOTU5LtC/TZSDBvcjTemPfSxnNJVAB+r4ayGBgX6tQOr0JQysDOCmZEB3NJ3LxOpPB3YP8s++lja66utkpj/HxQxaPojO3c3Zp3wCA45cJ0cV44HZI3jmTZFxeypk6tt98FEUvAByfRieWFmM9Fn1XhsFSzNG7eXAzYzMBODUNz84vZDwYyCrsSG8SSKADNFxFXQBEKIBT0jBEdctTj8cUykqfVJqtZdMdqjDdtkwB4DQ0CFF99l61PNUB/WowNmPTPz/I3UAf4quW6f1UfQIATkODEDUnkGTzkTp7/08+9BVRmRNOAHC8GoToQl5C9U+nJ7cj805kdCs9Ha7hi2mdAsAJyNyx1J8uZRKlYY7NWmb25FHeGPXcsQTg1DDaJwB4aHh2HgCgEaIA4IEQBQAPhCgAeCBEAcADIQoAHghRAPBAiAKAB0IUADwQogDgIXXbp31Cvf0pI3bvPADA+d55E67nPGAEABKcDuf702vVOt3I618CFADiHEJ0JLf60Xjhk9AIBYCkyhDdtkLXiUHmAQBaRYjSCgWAMqUhSisUAMqVhCitUACoUhiitEIBoFpBiNIKBQAXuSFqWqF69GNaoQBQhtE+AcBD6dl5AEA5QhQAPBCiAOCBPlH8SEEQ2P8VGwwG9n/A4RCi+JF0iJaFZNXvgbZwOA8AHghRAPBAiAKAh+MI0dFcgmAp0779+Vh8dbn6U1kGgcxH9uc67HeDYC5Nvg78FMcRoosXCaUjFzdHlqLHWi7giGTOzo/mgQwzw31uZD27Sz6MRLc0Jj21iW/lfMZRf7qUiX7gyU4oq8FY6ty5H/2Ni9eC0UiLB9qLynv+fUcxLS9X3rLTmtdFgq3j99VAxt/sMQqcncf3IPJ/aauiBnN4P2YAAAAASUVORK5CYII=)

***TIME COMPLEXITY ANALYSIS :***

***BEST CASE :*** In Occurs when the graph is sparse (few edges) and the traversal stops early, visiting only a subset of nodes.

Therefore, O(V) time complexity.

***Worst case :***  Occurs when the graph is dense or all edges and vertices are traversed, as DFS visits all vertices and explores all edges.

Therefore, O(V+E) time complexity.

***Average case :*** On average, DFS visits all vertices and edges reachable from the starting node.

Therefore, O(V+E) time complexity.

**PROGRAM -3**

Implement Best First Search algorithm in python.

**Code:**

from queue import PriorityQueue

v = 14

graph = [[] for i in range(v)]

def best\_first\_search(actual\_src, target, n):

    visited = [False] \* n

    pq = PriorityQueue()

    pq.put((0, actual\_src))

    visited[actual\_src] = True

    while not pq.empty():

        u = pq.get()[1]

        print(u, end=" ")

        if u == target:

            break

        for v, c in graph[u]:

            if not visited[v]:

                visited[v] = True

                pq.put((c, v))

def addedge(x, y, cost):

    graph[x].append((y, cost))

    graph[y].append((x, cost))

addedge(0, 1, 3)

addedge(0, 2, 9)

addedge(0, 3, 5)

addedge(1, 4, 9)

addedge(1, 2, 8)

addedge(2, 6, 12)

addedge(2, 7, 14)

addedge(3, 8, 7)

addedge(8, 9, 5)

addedge(8, 10, 6)

addedge(9, 11, 1)

addedge(9, 12, 10)

addedge(9, 13, 2)

source = 0

taret = 9

print("Best-First Search Path:")

best\_first\_search(source, target, v)

**Output :**

**![](data:image/png;base64,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)**

**Time Complexity:**

* **Best-case:** O(V + E).
* **Average-case:** O(V log V + E).
* **Worst-case:** O(b^d).

**PROGRAM -4**

Implement A\* Search algorithm in python.

**Code:**

import heapq

def a\_star\_search(graph, start, goal, heuristic):

  open\_set = [(0 + heuristic(start, goal), start, [start])]

  closed\_set = set()

  while open\_set:

    f\_score, current, path = heapq.heappop(open\_set)

    if current == goal:

      return path

    closed\_set.add(current)

    for neighbor, cost in graph[current].items():

      if neighbor in closed\_set:

        continue

      tentative\_g\_score = f\_score - heuristic(current, goal) + cost

      if neighbor not in [node for \_, node, \_ in open\_set] or tentative\_g\_score < f\_score:

        new\_f\_score = tentative\_g\_score + heuristic(neighbor, goal)

        heapq.heappush(open\_set, (new\_f\_score, neighbor, path + [neighbor]))

  return None

graph = {

    1: {2: 2, 3: 4},

    2: {1: 2, 4: 1},

    3: {1: 4, 5: 3},

    4: {2: 1, 6: 5},

    5: {3: 3, 6: 2},

    6: {4: 5, 5: 2}

}

def manhattan\_distance(node, goal):

  return abs(node // 2 - goal // 2) + abs(node % 2 - goal % 2)

start\_node = 1

goal\_node = 6

path = a\_star\_search(graph, start\_node, goal\_node, manhattan\_distance)

if path:

  print("Shortest path:", path)

else:

  print("No path found.")

Output:

![](data:image/png;base64,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)

**Time Complexity:**

Best-case: O(V)

Average-case: O(V+E)

Worst-case: O(V+E)

**PROGRAM -5**

Implement AO\* Search algorithm in python.

Code:

import heapq

def a\_star\_search(graph, start, goal, heuristic):

  open\_set = [(0 + heuristic(start, goal), start, [start])]

  closed\_set = set()

  while open\_set:

    f\_score, current, path = heapq.heappop(open\_set)

    if current == goal:

      return path

    closed\_set.add(current)

    for neighbor, cost in graph[current].items():

      if neighbor in closed\_set:

        continue

      tentative\_g\_score = f\_score - heuristic(current, goal) + cost

      if neighbor not in [node for \_, node, \_ in open\_set] or tentative\_g\_score < f\_score:

        new\_f\_score = tentative\_g\_score + heuristic(neighbor, goal)

        heapq.heappush(open\_set, (new\_f\_score, neighbor, path + [neighbor]))

  return None

graph = {

    1: {2: 2, 3: 4},

    2: {1: 2, 4: 1},

    3: {1: 4, 5: 3},

    4: {2: 1, 6: 5},

    5: {3: 3, 6: 2},

    6: {4: 5, 5: 2}

}

def manhattan\_distance(node, goal):

  return abs(node // 2 - goal // 2) + abs(node % 2 - goal % 2)

start\_node = 1

goal\_node = 6

path = a\_star\_search(graph, start\_node, goal\_node, manhattan\_distance)

if path:

  print("Shortest path:", path)

else:

  print("No path found.")

Output:

![](data:image/png;base64,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)

**Time Complexity:**

Best-case: O(V+E)

Average-case: O(VlogV+E)

Worst-case: O(**bd**)

**PROGRAM -6**

Implement Minimax algorithm in python.

Code:

import math

def minimax (curDepth, nodeIndex,

maxTurn, scores,

targetDepth):

  if (curDepth == targetDepth):

      return scores[nodeIndex]

  if (maxTurn):

      return max(minimax(curDepth + 1, nodeIndex \* 2,

      False, scores, targetDepth),

      minimax(curDepth + 1, nodeIndex \* 2 + 1,

      False, scores, targetDepth))

  else:

      return min(minimax(curDepth + 1, nodeIndex \* 2,

      True, scores, targetDepth),

      minimax(curDepth + 1, nodeIndex \* 2 + 1,

      True, scores, targetDepth))

scores = [7 , 3 , 9 , 6 , 10, 5, 24, 23]

treeDepth = math.log(len(scores), 2)

print("The optimal value is : ", end = "")

print(minimax(0, 0, True, scores, treeDepth))

Output:

![](data:image/png;base64,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)

**Time Complexity:**

Best-case: O(**bd**)

Average-case: O(**bd**)

Worst-case: O(**bd**)

**PROGRAM -7**

Implement Alpha-beta pruning in python.

Code:

import math

def alpha\_beta\_pruning(depth, node\_index, maximizing\_player, values, alpha, beta):

    if depth == 3:

        return values[node\_index]

    if maximizing\_player:

        max\_eval = -math.inf

        for i in range(2):

            eval = alpha\_beta\_pruning(depth + 1, node\_index \* 2 + i, False, values, alpha, beta)

            max\_eval = max(max\_eval, eval)

            alpha = max(alpha, eval)

            if beta <= alpha:

                break

        return max\_eval

    else:

        min\_eval = math.inf

        for i in range(2):

            eval = alpha\_beta\_pruning(depth + 1, node\_index \* 2 + i, True, values, alpha, beta)

            min\_eval = min(min\_eval, eval)

            beta = min(beta, eval)

            if beta <= alpha:

                break

        return min\_eval

values = [3, 5, 6, 9, 1, 2, 0, -1]

optimal\_value = alpha\_beta\_pruning(0, 0, True, values, -math.inf, math.inf)

print("The optimal value is:",optimal\_value)

Output:

![](data:image/png;base64,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)

The time complexity of the Alpha-Beta Pruning algorithm is O(b^(d/2)), where:

• b is the branching factor (the average number of child nodes per node).

• d is the depth of the game tree.